
StakeNote - A Proof-of-Stake Protocol for
CryptoNote Payments

Bernardo David1,2 and Dimitris Karakostas1

1 Common Prefix
2 IT University of Copenhagen (ITU)

{bernardo,dimitris}@commonprefix.com

Abstract. This work proposes a distributed ledger protocol that com-
bines Proof-of-Stake (PoS) with privacy and anonymity preserving pay-
ments. We combine Ouroboros Praos, a well-known PoS protocol, with
CryptoNote, a privacy-preserving payment system based on ring signa-
tures, which has been widely used in practice. We demonstrate a practical
approach for combining a PoS ledger with ring signature-based payments,
such that the ledger’s security properties and the payment system’s
privacy guarantees carry over.
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1 Introduction

Bitcoin [22] introduced a new paradigm for distributed computing and financial
applications. On the technical side, the Proof-of-Work (PoW), blockchain-based
ledger enabled the creation of an open and permissionless database, where
participants join and leave the protocol arbitrarily. On the application side, the
Bitcoin cryptocurrency founded the domain of Decentralized Finance (DeFi) [26],
which was later enhanced with programmability capabilities via smart contracts.
Despite its innovations, Bitcoin left a lot to be desired.

The first concern about Bitcoin was the sustainability of PoW usage. Bitcoin
mining is consuming such large amounts of energy [1,8] that has led to calls for
regulatory or policy interventions [5]. This concern was identified early and drove
research towards more sustainable approaches. The most promising alternative
was Proof-of-Stake (PoS) [16,7], which replaces the usage of physical assets,
namely energy in the case of PoW, with digital assets, namely the assets (“stake”)
that are traded on the ledger itself.



A second concern regarding usability stemmed from Bitcoin’s public nature.
By default all information logged on the Bitcoin ledger is public and readable
by everyone, revealing sensitive financial information. Consequently, various
cryptocurrencies that guarantee user anonymity and privacy have been proposed.
The arguably most popular are Zerocash [3] and CryptoNote [24], which are used
by the Zcash and Monero platforms, respectively.

Naturally, these concerns have led to the exploration of privacy-preserving PoS
protocols. Such protocols include Ouroboros Crypsinous [15] and privacy-aware
blockchains [10], both of which build on the ideas and primitives behind Zerocash.
Another line of work explored anonymous committee election, either in a PoS
setting [2] or with accountability guarantees [6]. Finally, an elegant work showed
the theoretical privacy limitations of anonymous PoS protocols [17], which further
led to the development of protocols that offer security and privacy under different
assumptions and more relaxed, albeit arguably more realistic, settings [25].

None of them systems using Cryptonote rely on a pure PoS mechanism for
consensus. Monero uses PoW, Zano uses an ad-hoc hybrid of PoW and PoS,
whereas Sentz uses a custom quorum-based mechanism inspired by Stellar [19].
Interestingly, little research has been done so far on practical privacy-preserving
PoS protocols which support CryptoNote. The only attempt is Zarcanum [23],
which is seems practical but lacks security proofs showing that it offers liveness
and safety guarantees assuming honest stake majority.

This lack of research can be attributed to multiple reasons. First, Zerocash is
more suitable for academic research, since it is provably secure and offers higher
privacy guarantees than CryptoNote, namely a full anonymity set of all coins in
the system, as opposed to a subset of coins as in CryptoNote. On the contrary,
CryptoNote has not been formally defined and peer reviewed yet, while also a
list of works have broken its privacy guarantees by demonstrating how to trace
CryptoNote transactions [18,21,29,14,27,28].

Our work aims to fill this gap by proposing a ring-friendly, secure, and
practical Proof-of-Stake distributed ledger protocol. Specifically, we present a
consensus protocol that: (i) is secure, meaning it guarantees safety and liveness;
(ii) inherits the privacy guarantees of ring-signature based payment protocols,
like CryptoNote; (iii) is practical, i.e., does not rely on heavy and inefficient
cryptographic primitives. Our primary goal is to offer a realistic alternative to
existing CryptoNote-based ledgers, in order to move away from PoW and towards
a more environmentally sustainable PoS alternative.

2 StakeNote Protocol

At a high level, the protocol follows the same steps as Ouroboros Praos [7], with
some changes in the public setup and leader eligibility proofs. In our setting, each
output consists of a public key and a commitment to the output’s stake value.
To compute each epoch’s snapshot, parties should know when and if an output
has been spent. This is not possible in standard RingCT, so we introduce a new
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type of output, called “staking outputs”, and enforce that they are identifiably
spent at a consensus level (cf. Section 2.1).

On each slot, every party takes the following steps to create a block:3

1. P creates a VRF output, using the output’s VRF key, in the same manner
as Praos, i.e., passing as input the epoch’s nonce and slot number.4

2. If the VRF output is below some threshold, which is a function of the output’s
stake value, then P is the slot leader and proceeds as follows:

(a) P collects a subset of the snapshot’s UTxOs including the chosen output.
(b) P creates a block with the following proofs:

i. A proof that P knows the spending key of an output in the chosen
subset (without revealing which one).

ii. A proof that the private VRF key, which created the VRF output
from Step 1, is deterministically derived from the private payment
key of the same output from Step 2(b)i.

iii. A proof that the stake value of the same output from Step 2(b)i was
used to compute the threshold of Step 2.

(c) P signs the block by turning the proofs from Step 2b to a signature
of knowledge, proving that the private signing key is the same as the
spending key of the output from Step 2(b)i.

Building Blocks Our protocol uses Verifiable Random Functions (VRF) [20]
with unpredictability under malicious key generation [7,11] as in Ouroboros Praos.
Moreover, we use a modified Concise Linkable Spontaneous Anonymous Group
(CLSAG) [13], which we define in Section 2.2. We now briefly recall the syntax
of our building blocks.
Verifiable Random Functions (VRF) [7] with unpredictability under malicious
key generation consist of three algorithms: KeyGen(λ) → (sk, pk): on input a
security parameter λ outputs a secret key sk and a public key pk; Eval(sk, x)→
(y, πy): on input a secret key sk and a value x, outputs a pseudorandom value
y ∈ {0, 1}lVRF and a proof πr; Verify(pk, x, y, πy)→ 0/1: on input a public key pk,
a value x, a value y, and a proof πy, outputs 1 if and only if the proof verifies.

2.1 Stake Snapshot

In Ouroboros Praos, the epoch’s eligible VRF keys are chosen at a fixed point in
time before the epoch starts (e.g., two epochs prior). At that point, a snapshot
of the stake distribution is taken and only the VRF keys that belong in the
snapshot are eligible for leader election. In CrypoNote this is not possible, since
the amounts of each output are hidden and parties cannot identify which historical
outputs have been spent at any point in time. However, as in Ouroboros, the
epoch’s snapshot should only capture unspent outputs.

3 If P controls multiple UTxOs, then the steps are executed for every output.
4 As we describe in Section 2.2, for each output a VRF key pair is deterministically
created by evaluating a PRF on the output’s payment key.
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To bypass this issue, we define protocol-specific “staking” outputs, which
are identifiably spent. These differ from standard payment UTxOs only by a
designated flag. With the introduction of staking outputs, a snapshot can now
be directly computed, by collecting all unspent staking outputs.

A user creates a staking output in the same manner as any other UTxO,
i.e., via typical transaction which consumes some UTxO. Note that each staking
output should be created via a separate transaction. If multiple staking outputs
are created within the same transaction, then this leaks the information that
these outputs belong to the same party (who created the transaction).

In order to consume a staking output, the user creates a special transaction
which identifiably spends the output. Specifically, the transaction uses a ring
signature with n = 1, i.e., without any decoys. This is enforced on the consensus
level, meaning that a transaction which consumes a staking output is valid only
if it does not use any decoys.

Because the adversary corrupts parties at the beginning of each epoch, each
staking output should be used only for a single epoch. Specifically, let a staking
output o which is active during an epoch e. Honest parties must: (i) spend o
before the snapshot for epoch e+ 1 is taken; (ii) delete the private key xo of o at
the end of epoch e and before epoch e+ 1 starts.5

2.2 Construction

At its core, our construction relies on a proof which shows that the block is
produced by some eligible UTxO, among a subset of UTxOs in the snapshot,
without revealing which specific UTxO is being used.

The eligibility criterion is the same as Praos, that is a VRF output should be
below a certain threshold. The party P’s VRF key is derived deterministically
from the eligible UTxO’s private key by hashing the latter.

Briefly, P first creates the VRF key, computes the VRF output and checks
whether he is elected as slot leader — in the same manner as Ouroboros Praos.
If so, P creates the block, proves that the VRF key is the hash of the UTxO’s
payment key and that the UTxO’s (committed) stake value is above the eligibility
threshold, and finally signs the block with the UTxO’s payment key. Crucially,
all of the above is done in a way that does not reveal the exact UTxO that is
being used, but only reveals a set of UTxOs which includes the correct one.

Objects and notation

– Global protocol parameters:
• G1, G2, GPAY, GVRF, GST: group generators of finite cyclic groups over a
finite field Fp for some prime p

• n: ring size of CryptoNote payment transactions
• random oracle Hclsag and a PRF6 Hvrf .

5 This behavior is not enforced at the consensus level, but rather defines how honest
parties should use their staking outputs, akin to key erasures in Ouroboros Praos.

6 A Pseudorandom Function is used because we later prove knowledge of a preimage
of the PRF when showing that the VRF key has been correctly derived.
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• δ: snapshot height delta, i.e., the slot distance between the snapshot’s
taking and the beginning of the epoch

– For every UTxO (output) o, we have the following:
• private elements: (i) vo: stake value; (ii) xo: private payment key; (iii) ro:
salt of value’s Pedersen commitment.

• public elements: (i) Po = xo · GPAY: public payment key; (ii) Co =
vo ·G1 + ro ·G2: Pedersen commitment to output’s stake value; (iii) bST:
“staking” flag bit.
• public elements that are not linkable to o: (i) Zo = xo · GST: virtual
staking public key; (ii) Yo = Hvrf(xo) ·GVRF: VRF public key.

– Output sets: (i) O: all (historical) outputs; (ii) Ôslr : all outputs with bST = 1,
which were unspent at slot slr

– Epoch e: (i) sle: epoch start (slot); (ii) ηe: epoch random nonce; (iii) Oe =

{o ∈ Ôsle−δ}: epoch’s snapshot (set of eligible outputs)

Block creation On a slot slr, for every output o that the party P controls, they
check whether yo < 2lVRFϕf (vo), where Eval(sko, ηe||slr)→ (yo, πyo) is verifiable
under Yo and ϕf (vo) is defined as in [7]. If the check holds, then o is eligible for
creating a block on slot slr, so P creates the following objects:

– T : the minimum value such that vo ≥ T and yo < 2lVRFϕf (T )
– B: block payload (transactions, metadata like timestamps, etc)
– M = ⟨B, (Yo, yo, πyo

), Zo, T ⟩: the unsigned block message

At this point, P needs to prove that they know xo such that:

1. o can be spent using xo;
2. the VRF output (yo, πyo

) was created using the private key Hvrf(xo);
3. the stake value of o is vo ≥ T , such that yo < 2lVRFϕf (T );
4. the block is signed using xo.

Importantly, P does not reveal o itself. Instead, P reveals only a subset of
outputs Oblock ⊆ Oe that contains o. The main proof of our construction concerns
the statement: “I know the private payment key of an output in Oblock, for which
all of the following statements hold at the same time: (i) the output’s key is equal
to the scalar of the point Zo; (ii) the value C is a commitment of the output’s
stake minus the value T .”7

This proof is constructed via a three-column Concise Linkable Spontaneous
Anonymous Group (CLSAG) [13]. Then, the proof is turned into a signature
σCLSAG using the Fiat-Shamir heuristic [9]. For ease of reading, we give the full
proof’s construction at the end of this subsection.

Finally, P creates two more proofs. First, they create πRANGE. This is a range
proof (e.g., using Bulletproofs [4]) such that, for the correct output o, it holds
(vo − T ) ≥ 0. Second, they create a non-interactive zero-knowledge (NIZK) proof
πNIZKVRF, which shows that the private key of Yo is the output of a PRF evaluated
on the private key of Zo. Specifically, πNIZKVRF proves the statement: “I know a
value a, such that Zo = a ·GST and Yo = Hvrf(a) ·GVRF”.

The final published block is: ⟨M,Oblock, σCLSAG, πRANGE, πNIZKVRF⟩
7 Note that Oblock, Zo, C, T are all part of the statement, hence public.
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Block verification A full node validates a new block ⟨M,Oblock, σCLSAG, πRANGE, πNIZKVRF⟩,
by checking all of the following:

– (yo, πyo) is valid w.r.t. Yo, i.e., Verify(Yo, ηe||slr, yo, πyo → 0/1
– yo < 2lVRFϕf (T )
– Oblock ⊆ Oe

– σCLSAG is valid w.r.t. Oblock andM
– πRANGE is valid w.r.t. T and σCLSAG (see below for more details)
– πNIZKVRF is valid w.r.t. Yo, Zo

CLSAG signature We will now describe our construction’s main signature
scheme (Definition 1). Our signature builds on the ideas of CLSAG [13], albeit
without the linkability aspect. Intuitively, the proof can be imagined as a matrix
of n rows and 3 columns, comprising an OR statement across rows and an
AND statement across columns. Specifically, each row corresponds to one of the
outputs in Oblock. Each column corresponds to a value of interest that the party
should prove knowledge: column 1 corresponds to the payment key Po, column 2
corresponds to the key Zo, and column 3 corresponds to the commitment C. The
proof is transformed to a signature via the Fiat-Shamir transformation [9].

Definition 1. Our signature scheme consists of the tuple (Setup,KeyGen,Sign,Verify):

– Setup→ par: Setup selects: (i) a prime p; (ii) group generators G1, G2, GPAY, GST

uniformly at random; (iii) cryptographic hash function Hclsag with codomain Fp
(modeled as random oracle). Then, Setup outputs par = (p,G1, G2, GPAY, GST, n,Hclsag).

– KeyGen → (sk, pk): When queried for a new key, KeyGen samples a fresh
secret key and computes the associated public key: 8

sk = (xo, (vo, ro))

pk = (xo ·GPAY, vo ·G1 + ro ·G2)

– Sign(M,Oblock, sk)→ σ: Sign parses the following:
• ⟨B, (Yo, yo, πyo

), Zo, T ⟩ ←M
• ⟨(P0, C0), . . . , (Pn−1, Cn−1)⟩ ← Oblock

• ⟨xo, (vo, ro)⟩ ← sk
Next:
• Sign picks a random scalar r′ and computes: 9 C = (vo − T ) ·G1 + r′ ·G2

• Sign finds the index k, such that pkk = (xo ·GPAY, vo ·G1 + ro ·G2).
• For each i ∈ [0, n− 1], Sign computes Di = Ci − T ·G1 − C.10

• Sign picks (αx, αr)
$←− (Fp)

2 and computes:

8 Here, the “public key” is in practice a UTxO. We use the term “key” and “KeyGen”to
be consistent with digital signature terminology.

9 Note: C is used for the block’s range proof πRANGE. Specifically, the block producer
constructs πRANGE to show that, given C and a threshold T , it holds that (vo −T ) ≥ 0
without revealing vo.

10 Observe that: Dk = Co−T ·G1−C = (vo−T−vo+T )·G1+(ro−r′)·G2 = (ro−r′)·G2.
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∗ Lk = αx ·GPAY

∗ Mk = αx ·GST

∗ Rk = αr ·G2

∗ c(k+1) mod n = Hclsag(M||k||Lk||Mk||Rk)
• Sign sets i = (k + 1) mod n and does the following, until i = k:

1. Picks (s
(x)
i , s

(r)
i )

$←− (Fp)
2.

2. Computes:

∗ Li = s
(x)
i ·GPAY + ci · Pi.

∗ Mi = s
(x)
i ·GST + ci · Zo.

∗ Ri = s
(r)
i ·G2 + ci ·Di.

∗ ci+1 mod n = Hclsag(M||i||Li||Mi||Ri).
3. Sets: i = (i+ 1) mod n.

• Sign computes:

∗ s
(x)
k = αx − ck · xo

∗ s
(r)
k = αr − ck · (ro − r′)

• Finally, Sign outputs: σCLSAG = ⟨C, c0, (s(x)0 , s
(r)
0 ), . . . , (s

(x)
n−1, s

(r)
n−1)⟩

– Verify(M,Oblock, σ)→ {0, 1}: Verify takes as input a message M, a matrix
Oblock, and a signature σ and then:
• Verify parses the following:

∗ ⟨C, c0, (s(x)0 , s
(r)
0 ), . . . , (s

(x)
n−1, s

(r)
n−1)⟩ ← σCLSAG

∗ ((P0, C0), . . . , (Pn−1, Cn−1))← Oblock

∗ ⟨B, (Yo, yo, πyo
), Zo, T ⟩ ←M

• Verify sets c′0 = c0.
• For every i ∈ [0, . . . , n− 1], Verify computes:

∗ Li = s
(x)
i ·GPAY + ci · Pi.

∗ Mi = s
(x)
i ·GST + ci · Zo.

∗ Di = Ci − T ·G1 − C.
∗ Ri = s

(r)
i ·G2 + ci ·Di.

∗ c′(i+1) = Hclsag(M||i||Li||Mi||Ri)

• If c0 = c′n Verify outputs 1, otherwise it outputs 0.

2.3 Enhancement: Fixed Staking Output Value

In order to avoid the range proof of the output’s value, the protocol can enforce
that each staking output has a fixed value. Specifically, When creating a staking
output, the user sets its value to (a global parameter) X. This value is not hidden,
as with standard UTxOs, and is enforced on the consensus level, i.e., honest
parties check whether newly-created staking outputs hold exactly X tokens.

This approach has various implications. First, each staking output holds the
same value, so the eligibility threshold is now a global parameter: T ′ = 2lVRFϕf (X).
Therefore, when validating a block, it suffices to check whether the VRF output is
below this threshold: yo ≤ T ′. This removes the costly generation and verification
of the range proof πRANGE. Second, the CLSAG signature becomes simpler,
containing only two columns. Finally, the following information is leaked: (i) for
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each transaction which creates a staking UTxO, the information that one of
the transaction’s inputs holds at least X tokens;11 (ii) for the transaction which
consumes a staking UTxO, the information that the transaction’s output holds
exactly X tokens.12

3 Discussion

CLSAG Our CLSAG proof σCLSAG satisfies two different purposes. First, as is
the original purpose of CLSAG, the block producer proves that they control one
of the outputs in the group. Note that, in our case, linkability is not needed since
we allow the same private key to produce multiple messages, that is multiple
blocks per epoch. Second, it offers a discrete logarithm equality proof, between Zo

and Po. This is achieved by CLSAG’s elegant idea of reusing the same response

s
(x)
i for the two columns, that correspond to Po and Zo, effectively showing that
the secret of both columns is the same.

Ledger security Our protocol changes Ouroboros Praos as follows. First, the
honest majority assumption now applies on the staking outputs, since the snapshot
is taken over them, instead of the entire stake distribution. Second, slot leader eli-
gibility relies on the CLSAG, range, and NIZK proofs (σCLSAG, πRANGE, πNIZKVRF).
If the primitives used to build these proofs are secure, then the block producer
cannot forge them and produce a block without being the correct slot leader,
hence the security analysis of Ouroboros Praos is directly applicable here. Third,
our protocol assumes a weaker adversary than Ouroboros Praos in terms of adap-
tive corruptions, since our adversary can only corrupt parties at the beginning of
each epoch. Nonetheless, by requiring that parties delete their keys at the end of
each epoch, the security argument of Ouroboros Praos carries over in our case as
well, since the adversary cannot retroactively produce blocks for past slots when
adaptively corrupting parties.

Staking outputs Staking outputs have the following implications. First, a
staking output cannot be used as decoy for standard payment transactions, so
the set of decoys for regular payment transactions is reduced, since staking
outputs are excluded. Second, they reveal that a specific staking output has been
consumed and also the addresses that receive this output’s assets. Consequently,
if a third party receives a payment directly from a staking output, then it knows
that the sender participated in consensus using this output. For example, imagine
that Alice has a staking output o. Alice creates a transaction that consumes o
and which sends some assets to Bob. In this case, Bob, who knows that Alice
created the transaction, can deduce that Alice controlled o. To avoid this hazard,

11 If multiple inputs are used, then it leaks the information that the UTxOs of at least
one of the input vectors hold on aggregate at least X tokens.

12 If the transaction creates multiple outputs, then it leaks the information that these
outputs hold on aggregate X tokens.
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the miner should send a staking output’s assets to a payment output before
transferring them to a third party. In our example, Alice should consume o in a
transaction that sends the its assets to a regular payment output α (that she
controls), before sending the payment to Bob by consuming α via a standard
transaction, which does not reveal (to Bob) that the funds originate from α (and
consequently o). Finally, stake is not frozen throughout the epoch. The minimum
time that staking outputs should remain active is until the snapshot is taken,
as they can be spent immediately afterwards. This approach is consistent with
Ouroboros Praos, where stake is also not frozen. Still, the protocol’s designer can
optionally enforce a freezing period, if needed.
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